**Name : Mohit Manish Bhavsar**

**Roll No : 20U437**

**Div : 4**

import pandas as pd

df=pd.read\_csv('https://raw.githubusercontent.com/shivang98/Social-Network-ads-Boost/maste df.sample(15)

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **User ID** | **Gender** | **Age** | **EstimatedSalary** | **Purchased** |
| **336** | 15664907 | Male | 58 | 144000 | 1 |
| **235** | 15646227 | Male | 46 | 79000 | 1 |
| **311** | 15622585 | Male | 39 | 96000 | 1 |
| **204** | 15660866 | Female | 58 | 101000 | 1 |
| **389** | 15668521 | Female | 48 | 35000 | 1 |
| **325** | 15695679 | Female | 41 | 60000 | 0 |
| **379** | 15749381 | Female | 58 | 23000 | 1 |
| **275** | 15727467 | Male | 57 | 74000 | 1 |
| **126** | 15610801 | Male | 42 | 65000 | 0 |
| **279** | 15759684 | Female | 50 | 36000 | 1 |
| **287** | 15761950 | Female | 48 | 138000 | 1 |
| **61** | 15673619 | Male | 25 | 87000 | 0 |
| **269** | 15583137 | Male | 40 | 61000 | 0 |
| **398** | 15755018 | Male | 36 | 33000 | 0 |
| **158** | 15762605 | Male | 26 | 30000 | 0 |

df.drop(columns=['User ID'],inplace=True) df.sample(15)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Gender** | **Age** | **EstimatedSalary** | **Purchased** |
| **95** | Female | 35 | 44000 | 0 |
| **87** | Female | 28 | 85000 | 0 |
| **279** | Female | 50 | 36000 | 1 |
| **26** | Male | 49 | 28000 | 1 |
| df.dtypes |  |  |  |  |

Gender object

**249** Female 35 97000 1

**88** Male 26 81000 0

**262** Female 55 125000 1

**161** Male 25 90000 0

**394** Female 39 59000 0

Age int64

EstimatedSalary int64 Purchased int64 dtype: object

df['Gender']=df['Gender'].astype('category') df.dtypes

**184** Female 33 60000 0

**293** Male 37 77000 0

**341** Male 35 75000 0

**141** Female 18 68000 0

**129** Female 26 84000 0

**192** Male 29 43000 0

Gender category Age int64

EstimatedSalary int64

Purchased int64 dtype: object

df['Gender']=df['Gender'].cat.codes df.sample(10)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Gender** | **Age** | **EstimatedSalary** | **Purchased** |
| **100** | 1 | 27 | 88000 | 0 |
| **182** | 0 | 32 | 117000 | 1 |
| **329** | 0 | 47 | 107000 | 1 |
| **88** | 1 | 26 | 81000 | 0 |
| **91** | 0 | 30 | 116000 | 0 |
| **151** | 1 | 41 | 45000 | 0 |
| **278** | 0 | 52 | 38000 | 1 |
| **80** | 1 | 30 | 80000 | 0 |
| **67** | 0 | 23 | 82000 | 0 |
| **383** | 1 | 49 | 28000 | 1 |

df['Gender'].value\_counts() 0 204

1 196

Name: Gender, dtype: int64

def DetectOutlier(df,var):

high, low = df[var].mean() + 3\* df[var].std() , df[var].mean() - 3\* df[var].std()

print("Highest allowed in variable:", var, high) print("lowest allowed in variable:", var, low)

count = df[(df[var] > high) | (df[var] < low)][var].count() print('Total outliers in:',var,':',count)

DetectOutlier(df,'Age')

Highest allowed in variable: Age 69.10362979192377 lowest allowed in variable: Age 6.206370208076244 Total outliers in: Age : 0

DetectOutlier(df,'EstimatedSalary')

Highest allowed in variable: EstimatedSalary 172033.38084727435 lowest allowed in variable: EstimatedSalary -32548.380847274355 Total outliers in: EstimatedSalary : 0

df.isna().sum()

Gender 0

Age 0

EstimatedSalary 0

Purchased 0

dtype: int64

import seaborn as sns

sns.heatmap(df.corr(),annot=True)
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x=df[['Age','EstimatedSalary']] y=df['Purchased']

from sklearn.model\_selection import train\_test\_split

x\_train,x\_test,y\_train,y\_test=train\_test\_split(x,y,test\_size=0.2,random\_state=42)

from sklearn.linear\_model import LogisticRegression model=LogisticRegression()

model.fit(x\_train,y\_train)

print ('Model Score:',model.score(x\_test,y\_test))

Model Score: 0.65

x=df[['Age','Gender','EstimatedSalary']] y=df['Purchased']

from sklearn.model\_selection import train\_test\_split

x\_train,x\_test,y\_train,y\_test=train\_test\_split(x,y,test\_size=0.2,random\_state=42)

from sklearn.linear\_model import LogisticRegression model=LogisticRegression()

model.fit(x\_train,y\_train)

print ('Model Score:',model.score(x\_test,y\_test)) Model Score: 0.65

df.describe()

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Gender** | **Age** | **EstimatedSalary** | **Purchased** |
| **count** | 400.000000 | 400.000000 | 400.000000 | 400.000000 |
| **mean** | 0.490000 | 37.655000 | 69742.500000 | 0.357500 |
| **std** | 0.500526 | 10.482877 | 34096.960282 | 0.479864 |
| **min** | 0.000000 | 18.000000 | 15000.000000 | 0.000000 |
| **25%** | 0.000000 | 29.750000 | 43000.000000 | 0.000000 |
| **50%** | 0.000000 | 37.000000 | 70000.000000 | 0.000000 |
| **75%** | 1.000000 | 46.000000 | 88000.000000 | 1.000000 |
| **max** | 1.000000 | 60.000000 | 150000.000000 | 1.000000 |

x=df[['Age','EstimatedSalary']] y=df['Purchased']

from sklearn.model\_selection import train\_test\_split

x\_train,x\_test,y\_train,y\_test=train\_test\_split(x,y,test\_size=0.2,random\_state=42)

from sklearn.preprocessing import MinMaxScaler norm=MinMaxScaler().fit(x\_train)

x\_train=norm.transform(x\_train) norm=MinMaxScaler().fit(x\_test) x\_test=norm.transform(x\_test)

from sklearn.linear\_model import LogisticRegression model=LogisticRegression()

model.fit(x\_train,y\_train)

print ('Model Score:',model.score(x\_test,y\_test))

Model Score: 0.875

from sklearn.linear\_model import LogisticRegression model=LogisticRegression()

model.fit(x\_train,y\_train)

y\_pred=model.predict(x\_test)

print('model score:',model.score(x\_test,y\_test)) from sklearn.metrics import confusion\_matrix

cf\_matrix=confusion\_matrix(y\_test,y\_pred)#actual o/p and predicted output print(cf\_matrix)

model score: 0.875

[[51 1]

[ 9 19]]

import seaborn as sns

sns.heatmap(cf\_matrix,annot=True)

<matplotlib.axes.\_subplots.AxesSubplot at 0x7f34619b0810>

![](data:image/png;base64,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)

from sklearn.metrics import precision\_recall\_fscore\_support

precision\_recall\_fscore\_support(y\_test,y\_pred,average='macro')

(0.8999999999999999, 0.8296703296703296, 0.8511904761904763, None)

precision\_recall\_fscore\_support(y\_test,y\_pred,average='micro') (0.875, 0.875, 0.875, None)

precision\_recall\_fscore\_support(y\_test,y\_pred,average='weighted') (0.885, 0.875, 0.869047619047619, None)

from sklearn.metrics import precision\_recall\_fscore\_support

score=precision\_recall\_fscore\_support(y\_test,y\_pred,average='micro') print('Precision of Model:',score[0])

print('Recall of Model:',score[1]) print('F-score of Model:',score[2])

Precision of Model: 0.875 Recall of Model: 0.875

F-score of Model: 0.875
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